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Abstract— Web applications often use cookies for maintaining an authentication state between users and web applications, these cookies are typically sent to the users by the web applications after the users have been successfully authenticated. Every subsequent request that contains the valid cookies will be automatically allowed by the web applications without any further authentication. The cookies are used to both identify and authenticate the users; therefore they are an interesting target for potential attackers. Cross Site Scripting attack (XSS for short) is one of popular attacks which is often used to steal the cookies from a browser’s database. In this paper, we introduce a new technique called “Dynamic Cookies Rewriting”, this technique aims to render the cookies useless for XSS attacks. Our technique is implemented in a web proxy where it will automatically rewrite the cookies that are sent back and forth between the users and the web applications. With our technique in place, the cookies at the browser’s database now are not valid for the web applications; therefore the XSS attack will not be able to impersonate the users using stolen cookies.
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I. INTRODUCTION

In World Wide Web, web browsers and web applications communicate to each other through HTTP. The HTTP is a stateless protocol [1] which the web browsers send requests for resources and the web applications supply those resources, no session states are retained. The web applications generally use cookies to provide a mechanism for creating stateful HTTP sessions. The cookies are supported by nearly all modern browsers and therefore allow for a great flexibility in how user sessions are managed by the web applications. For web applications that require authentication, they often use the cookies to store session IDs [2], and then pass the cookies to users after they have been authenticated. The cookies are stored in the user’s web browser. The web browser returns the cookies every time it needs to reconnect as a part of an active session and then the application associates the cookies with the user. As the cookies can both identify and authenticate the users [3], this makes the cookies a very interesting target for attackers. In many cases, the attacker who can obtain valid cookies of the user session can use them to directly enter that session. Cross Site Script (XSS) attack is one of popular attacks which is often used to steal the cookies using a malicious script. The malicious script on executing steals the cookies of the user from a browser’s database and sends them to the attacker who can then use them for malicious purposes. With the cookies of the user in hand, the attacker can impersonate the user and then acts instead of that user, and interacts with the web application.

The remainder of this paper is organized as follows. Section II discusses topics which are related to a proposed approach: XSS attack types, cookie mechanism, a concept of a web proxy, and basic protections of the cookies. Section III presents the proposed approach. We then evaluate the proposed approach in section IV, and discuss about challenges in section V. Finally, we conclude and also brief the future work in Section VI.

II. BACKGROUND

A. XSS Attack Types

There is no standardized classification of the XSS attacks, obviously there are two well known types of the XSS attacks [4][5]: Non-persistent, and Persistent.

1) Non-persistent (or reflected) XSS: means that malicious code is not persistently stored in a vulnerable server, but it is immediately echoed by the vulnerable server back to a victim. To consider Figure 1, if the victim is accessing www.bank.com in order to do an online transaction, in the same time the victim may also be accessing www.attacksite.com, and be persuaded into clicking on a below link:

```
<a href = "http://www.bank.com/
<SCRIPT>
    document.location ='http://www.attacksite.com/
    stealcookie.php?'+document.cookie;
</SCRIPT>">
Click here to win a million dollars.
</a>
```

Figure 1. Example of Non-persistent XSS attack

When the victim clicks on the link, the malicious script will be sent to the web server (www.bank.com) as a requested page. Once the web server cannot find the requested page, it
will usually return an error page. The web server may also decide to include a name of the requested page in the error page which is actually the malicious script. When the malicious script is executed on the victim’s browser, the cookies of the www.bank.com will then be sent to the www.attacksite.com. An owner of the www.attacksite.com can use those cookies to impersonate the victim with respect to the www.bank.com. The malicious script can read the cookies of the www.bank.com without being denied by the same origin policy [13] because it was echoed by the www.bank.com, so it has the same origin as the cookies.

2) Persistent (or stored) XSS: means that the malicious code is persistently stored in a server’s storage, and may later be embedded in an HTML page sent to the victim.

To consider a script shown in Figure 2 which it is posted on an online message board of the www.bank.com.

```
Click here to see a new promotion.
<SCRIPT>
document.cookie;
</SCRIPT>
```

2) Persistent (or stored) XSS: means that the malicious code is persistently stored in a server’s storage, and may later be embedded in an HTML page sent to the victim.

The victim who reads a message will receive the malicious script as a part of the message. The victim’s browser will then execute the malicious script which will later send the cookies of the www.bank.com to the www.attacksite.com. Again the malicious script can read the cookies of the www.bank.com because it was loaded from the www.bank.com which has the same origin as the cookies.

Some authors have also presented the other advance XSS attacks such as DOM-based XSS [5]-[7] attack, Induced XSS [7] and so on but they are out of scope of this paper.

B. COOKIES

The cookies are a mechanism to provide stateful communications over the HTTP. As mentioned earlier, the cookies are broadly used to store the session IDs or personal sensitive information in today’s web applications. The cookies are sent by the web application as a part of a response message using Set-Cookie or Set-Cookie2 header. The browser stores the cookies in its database, and includes the cookies with every subsequent request to the web application. The browser uses Cookie header to return the cookies, as shown in Figure 3.

In general the cookies can be classified into two types: session cookies and persistent cookies [1].

- Session cookies are temporarily used; they are discarded when the browser is closed.
- Persistent cookies can be kept longer until they expire, they are stored on a disk and survive across a computer restarts.

There are two different version of cookie specifications in use [1]: Version 0 cookie (NetScape cookie), and Version 1 cookie (RFC 2965). The version 0 cookie is the most widely used version, it defines the Set-Cookie header, and the Cookie header as follows.

```
Set-Cookie: name=vale [;expires=date] [;path=path]
         [:domain=domain] [:secure]
Cookie: name = value
```

For example:

```
Set-Cookie:SID= 123abc;domain=.kmitl.ac.th
Cookie: SID=123abc
```

In version 0, the cookies are identified by the combination of the following attributes: name, domain, and path. The web server can use an arbitrary string as the value of the name attribute. The domain and path attributes inform the browser that the cookie must be sent back to the server when requesting URL of a given domain and path. If the domain and path attributes are not specified, then they default to the domain and path of the requested object. The expires and secure attributes are possibly not used.

In version 1 cookie is an extended version of Netscape cookie. In addition to indentifying the cookies by name, domain and path attributes as in the version 0, the version 1 adds an ability to identify the cookie by the port attribute as well. The web server must set the cookie using the Set-Cookie2 header instead of the Set-Cookie header. The browser still returns the cookie using the Cookie header as the version 0 but uses a different format [1]. The web server must always specify the value of the name attribute and the cookie version in the cookie, and the browser must return the same values. Almost all modern browsers (latest versions at the time of this writing) do not support the version 1 cookie except Opera browser [14][15], so the version 1 cookie is not widely used by web developers. The following example shows the Set-Cookie2 header and the Cookie header that are used in the version 1 cookie:

```
Set-Cookie2: SID= “123abc”; versions= “1”
Cookie: $version= “1”; SID= “123abc”
```
The domain and path attributes default to the domain and path of the requested object as in the version 0. The port attribute can be as follows:

- The web server explicitly specifies the port attribute along with its portlist in the cookie, e.g. Set-Cookie2: SID="123abc"; versions="1"; port="80,8000".
- If the web server includes the port attribute but without specifying the portlist, e.g. Set-Cookie2: SID="123abc"; versions="1":port, then the port attribute defaults to the port that the object was requested.
- If the web server does not include the port attribute in the cookie, then it allows “Any” port

In version 1, the web server is possible to include the following attributes in the version 1 cookie as well [1]: comment, commentURL, discard, max-age, and secure.

The browser discards the cookies, if those cookies are under any of the following conditions:

- The browser is closed, if the cookie is not persistent.
- An expiration date has been passed or changed to a date in the past.
- The user forces to delete the cookies.

C. WEB PROXY

The web proxy is an intermediary or a middleman [1] that fulfills transactions on behalf of clients, many organizations allow the users only to access the internet via the web proxy. It is an important control point for web surfing which is commonly built in with various security capabilities. The web proxy can be a separate device or a part of a firewall. It must sit between the clients and the web servers, and acts as both the client to the web server and the web server to the client. All web connections from the clients are intercepted at the web proxy, and then the web proxy will initiate new web connections to the web servers on behalf of the clients, see Figure 4.

Today web proxy can intercept both HTTP and HTTPs connections [8]-[10] so it can have a full control on both protocols. A main difference between the HTTP and the HTTPs is that the HTTPs sends HTTP requests and responses over SSL connections that encrypt all data. In order to see web contents inside the SSL connections, the web proxy must be able to terminate and also initiate the SSL connections [1].

![Web Proxy Diagram](image)

**Figure 4. Web Proxy intercepts both HTTP and HTTPs**

D. Protection of Cookies

It is possible to totally disable using the cookies, but it may cause the web servers denying to work without the cookies. So instead of disabling the cookies, in this session we will discuss about common solutions to protect the cookies from the attacks [2].

1) **IP Mapping**: The web server maps IP addresses of the users with the cookies and denies any access that comes from invalid IP addresses. This helps to mitigate the problem but it does not work where the users access the Internet through the web proxy.

2) **HttpOnly Attribute**: HttpOnly attribute is a Microsoft extension, it can also be included in the cookies before being sent to the browser. With the HttpOnly attribute, the browser will deny scripting languages to access those cookies. The HttpOnly attribute is originally not a part of the HTTP; the browsers that are not aware of this attribute will ignore it and will consequently remain vulnerable.

3) **Secure Cookies**: Secure cookies mean that the clients and the web servers only send the cookies via the SSL connections. When using the SSL, all requests and responses are encrypted including the cookies. This can protect the cookies from sniffing whenever they are sent across the network; however this cannot protect the cookies on the browser itself.

No solutions mentioned above can guarantee that the cookies will be safe from the XSS attacks. We propose a new approach in the next section which aims not to protect the cookies but instead renders the cookies not reusable for the attackers.

III. OUR APPROACH

In this section, we present the new approach that significantly protects the cookies from the XSS attacks. Our approach can be implemented simply in the web proxy without any change required on both web browser and web server. We propose a new technique called “Dynamic Cookie Rewriting” which is then implemented as a part of our web proxy. With this technique in place, the web proxy will automatically rewrite the value of the name attribute in the cookie with the randomized value before sending the cookie to the browser, so the browser will keep the randomized value in its database instead of the original value sent by the web server. The returned cookie from the browser will also be rewritten back to the original value at the web proxy before being forwarded to the web server. As the browser’s database does not store the original values of the cookies, so even the XSS attacks can steal the cookies from the browser’s database, the cookies cannot be used later to impersonate the users.

Our approach supports both version 0 and version 1 cookies. We design a table for storing the cookies of both versions as follows.

**TABLE 1. TABLE FOR STORING THE ATTRIBUTE VALUES**

<table>
<thead>
<tr>
<th>Name</th>
<th>Domain</th>
<th>Path</th>
<th>Port</th>
<th>Original Value</th>
<th>Randomized Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>SID</td>
<td>kmitl.ac.th</td>
<td>/</td>
<td>Any</td>
<td>123abc</td>
<td>^@#$5</td>
</tr>
</tbody>
</table>
We use four attributes to identify the cookies: name, domain, path and port. The port attribute will only be used with the version 1 cookie. After the web proxy reads the cookies from the response message sent by the web server, it will store all required attribute values into the table as shown in the Table I, and rewrites the values of the name attributes with the randomized values before sending to the browser. The randomized values will also be kept on the same table. The web proxy will only change the name attribute of the cookie, the other attributes will remain the same.

The domain, path or port attributes may not be included in the cookies sent by the web server, if this happens, the following rules will be applied:

- The domain attribute defaults to the same as the requested object, so the web proxy will store the domain of the requested object into the table.
- The path attribute also defaults to the same as the requested object, the web proxy will store the path of the requested object into the table too.
- If the web server includes the port attribute but without specifying the portlist, then the port attribute defaults to the port that the object was requested. Therefore the port that the object was requested will be stored into the table.
- If the web server does not include the port attribute in the cookie, then the web proxy will store “Any” port into the table.
- If it is the version 0 cookie, then the web proxy will store “Any” port into the table.

The web proxy will use the information in the table to rewrite back the values of the name attributes in the cookies (sent by the browsers) back to the original values, as shown in Figure 5.

If the web proxy receives the request message but without the cookies, and also the domain, path and port of the requesting URL of that request message match an entry in the table, then that entry will be deleted from the table prior to the web proxy forwards that request message to the web server.

And finally if the value of the name attribute in the cookie sent by the web server is changed from that exists in the table, then the web proxy will update the table accordingly.

IV. EVALUATION

We wrote a simple web proxy and implemented our proposed approach using JAVA programming language. We ran our web proxy on the Windows 2008. The current version of our code does not support the HTTPs.

We conducted experiments to evaluate a compatibility of our approach on five popular web browsers: Google Chrome v6, Firefox v3, IE v8, Opera v10 and Safari v4. We wrote the server’s code using Perl and ran it on Apache 2. We then used three scenarios to evaluate our approach as shown below.

Scenario 1 – evaluated our approach with the version 0 cookies using all five browsers on the following test cases.
- Set-Cookie: SID= abcdefg1
- Set-Cookie: SID= abcdefg2 ;domain= .test0.com
- Set-Cookie: SID=abcdefg3;domain=.test0.com;path=/lab1
- Set-Cookie: SID=abcdefg4;domain=.test0.com;path=/lab2
- Set-Cookie: SID=abcdefg5;domain= .test0.com;path=/lab1

Scenario 2 – evaluated our approach with the version 1 cookies using the Opera browser on the following test cases.
- Set-Cookie2: SID=“abcdefg6”;version= “1”; domain= “.test0.com”
- Set-Cookie2: SID= “abcdefg7”;version= “1”; domain= “.test1.com”
- Set-Cookie2: SID= “abcdefg8”; version= “1”; domain= “.test1.com”;path= “/lab1”
- Set-Cookie2: SID= “abcdefg9”; version= “1”; domain= “.test1.com”;path= “/lab2”
- Set-Cookie2: SID= “abcdefg10”; version= “1”; domain= “.test1.com”;path= “/lab1”;port
- Set-Cookie2: SID= “abcdefg11”; version=“1”;
  domain= “.test1.com”;path= “/lab2”;port= “80,8000”
- Set-Cookie2: SID= “abcdefg12”;version= “1”; domain= “.test1.com”;path= “/lab1”

Scenario 3 – evaluated our approach with real websites on the internet. Currently we have experimented with 120 websites. The results showed that our approach worked well with all three scenarios. We saw in the experiments that the browsers stored and returned the randomized values properly and the web server accepted the cookies sent from our web proxy.

V. DISCUSSION

To implement our proposed approach in the web proxy and deploy it in the live environment, we have to consider at least the following three challenges:

![Figure 5. How the Dynamic Rewriting Cookies technique work](image-url)
• Compatibility - our approach changes the values of the cookies in HTTP header, so we have to make sure that this will not break the HTTP and be able to work well and transparently with all websites on the internet. Although almost all websites on the internet use only the version 0 cookies but our approach follows both version 0 and version 1 cookie specifications in order to be sure that it is able to manage properly all cookies sent by all websites. We conducted the experiments as shown in the scenario 1 and scenario 2 of the previous section to prove that our approach is able to handle both the version 0 and version 1 cookies, and also verify in the scenario 3 that it does not have any side effects on the HTTP protocol and be able to work well and transparently with the real websites on the internet.

• Performance - deploying the web proxy into the network definitely adds more latency and increases the response time. However, the web proxy is usually built in with a caching capability which is able to cache web contents and serve the cached contents locally to the users [11]. So with the web proxy in place, instead of degrading the system performance, it helps to leverage overall performance, improve user experience and also reduce internet bandwidth usage [11]. Hardware platforms have been developing dramatically over the past few years [12]. With the advanced hardware platform itself, the latency on the web proxy will be reduced accordingly.

• Single point of failure - as our web proxy must rewrite the cookies, and keep the original values of the cookies in its database. So when it fails, those original (and valid) values will be gone. Fortunately, there are several technologies in place which are able to detect and bypass the web proxy once it fails such as PAC file, WCCP Protocol, Policy Based Routing (PBR) and so on. With one of those technologies, even the web proxy fails, the clients are still able to reach the web servers. While invalid cookies in hand, the users must be re-authenticated by the web servers. After successful authentication, the authenticated users will be able to access web services as usual without the web proxy involved.

Although deploying the web proxy has some challenges as mentioned above, the web proxy still has huge advantages [8]-[10] such as Web Content Caching, Network Address Translation (NAT), Authentication and authorization, Content filtering, URL filtering, Malware prevention, Data leak protection, Logging/Reporting and so on which organizations can gain benefits from those advantages along with our approach.

VI. CONCLUSIONS

This paper has presented the Dynamic Rewriting Cookie technique which aims to disarm the attackers from impersonating the users. This technique was implemented as a part of our web proxy and then was evaluated with three scenarios. The results showed that our new technique worked well with both versions 0 and version 1 cookies, and has showed no errors with any real world websites.

Currently we are doing more researches on how to program our web proxy to intercept the HTTPs. Nearly all e-commerce web sites today send the cookies over the SSL connections. Based on our current study and current evaluation, we believe that our technique will also work well with the HTTPs. In order to prove that, our web proxy must be able to intercept the SSL connections which this is a big part of our future work.
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