Automated Blocking of Malicious Code with NDIS Intermediate Driver
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Abstract— With the evolution of malware technology, modern malware often hide its malicious behaviour in various methods. One of the popular manners is to conceal the network communication. This concealment technique poses obstacles to security mechanisms, which detecting the malicious behaviours. In this paper, we give an overview of the automated blocking malicious code project, a new approach to computer security via malicious software analysis and automatic blocking software. In particular, this project focuses on building a unified executable program analysis platform and using it to provide novel solutions to a broad spectrum of different security problems. We propose a technique for the Network Driver Interface Specification (NDIS) integrate together with a unified malicious software analysis platform. The NDIS model supports hybrid network transport NDIS drivers, called NDIS intermediate drivers. This driver lies between transport driver and NDIS driver. The advantage of using NDIS intermediate drivers is, it can see the entire network traffic taking place on a system as the drives lie between protocol drivers and network drivers. By intercepting security-related properties from network traffic directly, our project enables a principled, root cause based approach to computer security, offering novel and effective solutions.
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I. INTRODUCTION

Over the past year, the number of programs developed for malicious and illegal purpose has grown rapidly. Malicious code has been categorized neatly (e.g. viruses, worm or Trojan Horses) based upon functionality and attack vector. Indeed, criminals are making extensive use of malware to control computers and steal personal, confidential, or otherwise proprietary information for either profit or for fun. The evolution of modern malware now a day is not only attack inside computer system, but through the convenience of the Internet, spreading from one victim computer to another. There are also some malicious codes, conceal the communication pathway, and avoid the detections from security protection mechanisms such as firewall, sniffer, antivirus, IDS system etc.

In general, security mechanisms on Windows such as firewall, Intrusion Detection System (IDS), etc. rely on the native TCP/IP for network traffic related functions. However Microsoft has imposed restrictions on raw socket as below:

- TCP data cannot be sent over a raw socket.
- UDP datagram cannot spoof their source address over a raw socket.
- Raw sockets cannot make calls to the bind() function.

A raw socket is a socket that allows direct access to the headers of a network frame. Naturally, the freedom to spoof frame information was abused by malware developers. Hence, these restrictions have been imposed by Microsoft on Windows XP SP2 and later version. The constraints placed on raw sockets are built into tcpi6.sys and tcpi6.sys drivers [5]. Only one solution that can circumvent the restrictions that places on raw sockets is to roll a dedicated transport layer. This approach gives the authority to control over the packets that created. Thus, to see the entire network traffic taking place on a system, rolling NDIS protocol driver is the only solution on Windows, especially Windows XP SP2, Microsoft Vista or Windows 7 [2]. Table 1 shows the comparison between NDIS interface with WSK and Winsock Interface.

In this paper we address a design system for intercepting and automating blocking of malicious network traffic by using NDIS Intermediate driver method [3] [4]. The reason that we choose NDIS intermediate driver as our automated project is NDIS can capture all the packets passing through the system, including packets such as rootkit that can bypass local firewall [9]. Our approach is to capture the entire network traffic

<table>
<thead>
<tr>
<th>Interface</th>
<th>Benefits</th>
<th>Drawbacks</th>
</tr>
</thead>
<tbody>
<tr>
<td>Winsock</td>
<td>Easy to use, well documented</td>
<td>Easier to track down</td>
</tr>
<tr>
<td>WSK</td>
<td>Uses the existing TCP/IP stack</td>
<td>More demanding and less forgiving than Winsock</td>
</tr>
<tr>
<td></td>
<td>Not as easy to track down</td>
<td>Must account for protocol-dependent behaviour</td>
</tr>
<tr>
<td>NDIS</td>
<td>Offers the most control</td>
<td>Effort required to implement a new TCP/IP stack</td>
</tr>
<tr>
<td></td>
<td>Can spoof packets</td>
<td>Switches may limit one MAC address per port</td>
</tr>
<tr>
<td></td>
<td>Can bypass local firewall</td>
<td>Can be conspicuous in packet capture</td>
</tr>
</tbody>
</table>

TABLE 1. COMPARISON WITH NDIS AND WSK AND WINSOCK [5]
packet and control it in a real-time manner. An output of the network traffic log file will export into a user-readable file, and can display any field in any headers protocol as user want.

II. BACKGROUND AND RELATED WORK

Host based network security software on Windows have made significant advances in both technology and scope of deployment within the past few years. Despite these advances, many challenges remain. One of the biggest challenges is they are mostly relying on the underlying Operating System's support for data gathering and monitoring. However, the evolutions of malware programs have proof that they are capable to exploit the weakness. The capability to bypassing virtually all commodity, host-based firewall and intrusion detection system software on the market today has force security researchers seeking new method on detecting and blocking the malicious activities, and there is security organizations decided to use NDIS Intermediate Driver as the solution.

Kaspersky Anti-Virus is one of the security products on the market which implemented the technology of NDIS Intermediate Driver. Although Kaspersky Anti-Virus software allows their users to disable the kaspersky Anti-Virus NDIS Filter function. However, disabling the function will cause the Anti-Hacker/Firewall function not to perform packet filtering and detecting network attacks functions as the network packets will not be intercepted [10].

According to [1], the current firewall technology on defending against external network attacks and threats which deals with the packets under user mode has a lot of limitation. It has proposed that the protection can be done better by using NDIS intermediate driver.

III. NDIS_PACKET REPRESENTATION

The main function of NDIS packets (represented by NDIS_PACKET structure) is to ensure all network data can be sent to or from the network in a system. Prior sending data on the network, a protocol driver allocates NDIS packets, (represented by a NDIS_PACKET), filled with data, and passed to the next lower NDIS driver. On the contrary, some lowest level NIC drivers will allocate packets to hold received data and pass it to interested higher layer drivers. There are functions provided by NDIS for allocating and manipulating the substructures that form a packet.

In general, each NDIS Packet is a Packet Descriptor, and it has a series of Buffer Descriptor or NDIS BUFFER [7]. The number of chained for NDIS_BUFFER is depending on the size of the NDIS packet. If the packet size is small, there will be only one chained for NDIS_BUFFER and this buffer enough to describe the range of virtual memory that contains the complete packet data. Figure 1 shows that the NDIS_PACKET which has two chained of NDIS_BUFFER. The first NDIS_BUFFER describes the range of virtual memory that contains the Ethernet header while the second NDIS_BUFFER describe the range of virtual memory that contains the Ethernet payload [8].

The content of a typical packet descriptor are as the following list:

- Private areas for the miniport NIC driver and a protocol driver
- Flags associated with the packet, defined by a cooperating miniport(s) and protocol driver(s)
- Number of physical pages that contain the packet
- Total length of the packet.
- Pointer to the first buffer descriptor that maps the first buffer in the packet.

The following list shows the contents of a typical buffer descriptor:

- Starting virtual address of each buffer
- Buffer's byte offset into the page pointed to by the virtual address
- Total number of bytes in the buffer
- Pointer to the next buffer descriptor, if any
- Virtual range, possibly spanning more than one page that makes up the buffer described by the buffer descriptor. These virtual pages map to physical memory.

The virtual range allocates the buffer described by the buffer descriptor. These virtual pages will map to physical memory.

IV. INTERCEPTION AND BLOCKING ARCHITECTURE

The NDIS model supports hybrid network transport NDIS drivers, called NDIS intermediate driver. The driver is lie between transport drivers and NDIS drivers. To an NDIS driver, an NDIS intermediate driver looks like a transport driver; to a transport driver, an NDIS intermediate driver looks like an NDIS driver.
In this section, we give an overview of the interception and blocking architecture using NDIS intermediate driver. Figure 2 shows the flow chart for the interception and blocking that have been developed.

As shown in Figure 2, all network traffics are first intercepted by the interception mechanism. In the process of interception, the entire network packets will dump into a log file in hexadecimal form. The purpose of creating a log file is to see what activities are taking place. The scanning and checking mechanism will execute pattern matching function. This function will compare the intercepted network traffic with pre-defined unique signature strings where each unique string represents malicious portion code signatures. Knuth-Morris-Pratt (KMP) algorithm [11] [12] was used to observe when a mismatch occurs. The KMP algorithm looks for the malicious code signature pattern in a left-to-right order. It looks like the brute force algorithm but it shifts the pattern more intelligently than the brute force algorithm. Figure 3 illustrates the fragment code of this function. If the pattern matching occurs, NDIS intermediate driver will immediately drop the interception network traffic. STATUS_DROP function can be used to drop the network packet as shown in Figure 4. If none of the pattern is match, network traffic will allow pass through on the system.

V. CASE STUDY

We implemented a system for malicious network traffic interception and analysis with the above component and technique. In this section, an Adobe Flash Player exploit
[13][14] will be exploited in a testing machine. All incoming and outgoing network traffic will be intercepted by NDIS intermediate driver. The signature of the Adobe Flash Player exploit will be collected and put under the list of signature matching. Figure 5 shows the unique string for Adobe Flash Player exploit payload.

As discussed in section VI, all intercepted network traffic will be dumped into a hexadecimal log file. Figure 6 shows the example of hexadecimal log file that match with the malicious payload signature.

After executed NDIS Intermediate driver, all network packets passing through the testing machine will be intercepted. Pattern matching function will execute to scan the intercepted network if the Adobe Flash Player exploit payload is match. The incoming network traffic Adobe Flash Player exploit will be detected and NDIS intermediate driver will drop the malicious network packet. Figure 7 shows the dropping malicious network packet after “Signature Match Success” signature found.
VI. CONCLUSIONS

Malware scanning engine is the core technology of today malware protection and the first line of defence against external network attacks and system threats. Most personal scanning engine deals with the network packets under the user mode, however there are a lot of limitation. In order to provide better protection for user, security prevention mechanisms need to be done at kernel mode. This paper clearly describes the use of NDIS intermediate driver and the development of scanning engine model at kernel mode.
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